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We found while analyzing the code that there are 3 major possibilities: Either there was too much water and there was no way to prevent any regions from being flooded, there was not enough water to prevent every region from being in a drought, or there is enough water for every region. The last scenario was divided further into two subsections: either there was enough water for every region to not be in a drought, but not enough to meet every need, or there is enough water to meet every need. Initially our group divided the work evenly into each scenario based on how much water is available. If there was too much water, it would run the “Flood” function, if there was too little, it would run the “Drought” function, and if there was not enough it would run the “Perfect” function.

The idea was to try to get as many points as possible based on water availability. In a flood, we would flood 1 region to cause an overflow, then distribute the remaining water to get it out of a flooded state. We would lose some points due to overflow, but it allowed the region to eventually get solved. In a drought, we would choose one region to be stuck in a drought and deliver water to the other regions to try to get them to be out of a drought, and if possible, also meet their needs. Since there was guaranteed to be at least 1 region in a drought in this situation, we found that it was best to use the water elsewhere. In a “perfect” scenario, we would try to meet as many needs as possible and ensure that nothing is in a drought.

Initially, this seemed like the best way to approach the situation, but while trying to solve each scenario, we began running into lots of bugs (many of which are explained later in the document). This overcomplicated things and created code that was confusing and difficult to follow, with tons of if-else statements. We eventually decided to switch to a new solution that is much more simplified. We began by looking at a map that we drew to help us see how the regions and canals are organized.

We would first check that the source region of each canal was above its need, and if it was, we would open depending on how much it was above its need, however we always kept the North to east canal closed so it would have the water flowing in one direction. We created simplified solutions that would prevent us from losing points by dropping the water level below regions need or putting a region into a drought.

Initial Issues:

We found when working on the project that there were a couple of edge cases that were left ignored. For example, you had the possibility of Draining excess water from an empty zone, allowing you to pull infinite water. Along with that, the grading made our project quite difficult. The random values offered no guarantees that we would have enough water, or even that we would have enough water to fill up the zones at all. There were also several times where misconceptions created whole chunks of code that were later deleted. For example, we misunderstood the way that penalties were scored. This meant that we could spawn in situations where we are cursed to infinite negative points, regardless of what code we wrote, which was rather demotivating. Without knowing how final scoring will be measured it made it hard not to abuse holes in the code like infinite water to make up for it (impossible answer for impossible problem).

We also noticed that total drought was decided based off the amount of total capacity it had, not total need. This did not make sense logically, because no matter how you cut it, droughts are based off the amount of water you NEED, not the water you “Could hold”, so if removed the limit of capacity, we could have a drought even after reaching Need, if need was too far below capacity. To follow that, in the current program if the water needs spawns equal to capacity (100=100), then to reach need you MUST flood, and there is no safeguards for these situations. These issues played an important role in our final decision, as many of our solutions had holes in them that would pop if the wrong prompt was added.